**Introduction**

A compiler is a special program that translates source code written in a high-level programming language into machine code that can be executed by the computer's processor. Compilers consist of more than one phase, each of which does something different in the translation. An understanding of these phases is required for all systems programmers, compiler implementors, and language designers.

**1.1 Phases of Compiler**

Compilation occurs in several stages, each of which has a well-defined task. These are:

**Lexical Analysis**: Converts a stream of characters to a stream of tokens.

**Syntax Analysis**: Parses the tokens according to grammar rules.

**Semantic** Analysis: Checks semantic errors and builds type information.

**Intermediate Code Generation**: Produces an intermediate form of the source program.

**Code Optimization**: Optimizes the intermediate form for performance.

**Code Generation**: Translates the optimized code to machine code.

**Symbol Table Management**: Stores information about variable names, scopes, types, etc.

**2. Lexical Analyzer**

The **Lexical Analyzer**, or **scanner**, is the first phase of the compiler. It reads the source code character by character and groups them into meaningful sequences called **tokens**. Each token represents a basic element such as a keyword, identifier, operator, or delimiter.

The key responsibilities of the lexical analyzer include:

* Removing white spaces and comments
* Recognizing lexical patterns
* Communicating with the symbol table

**Table 1:** Example of Lexemes and Corresponding Tokens

| **Lexeme** | **Token Type** |
| --- | --- |
| int | Keyword |
| x | Identifier |
| = | Operator |
| 100 | Constant |
| ; | Separator |

**3. Software Tools**

There are certain software tools that assist in programming and maintaining programs, particularly during compiler implementation.

**3.1 Computer Program**

A computer program is a set of instructions that a computer will be able to execute to perform a specific task. It is either written in low-level machine language or high-level programming languages like C, Java, or Python.

Programs vary in type:

System software (e.g., operating systems, compilers)

Application software (e.g., games, word processors)

**3.2 Programming Language**

A programming language is a formal language with a set of instructions that are used to produce different forms of output. Languages are categorized as:

Low-Level Languages (e.g., Assembly)

High-Level Languages (e.g., C++, Java, Python)

Every language has:

Syntax (structure)

Semantics (meaning)

**4. Implementation of a Lexical Analyzer**

Using a lexical analyzer usually involves:

Defining Regular Expressions for token patterns

Constructing Finite Automata (DFA/NFA) to recognize patterns

Coding (e.g., using tools like Lex or manually in C/C++)

**Example of a lexical analyzer is :**

#include <iostream>

#include <string>

#include <sstream>

using namespace std;

bool isKeyword(string word) {

return word == "int" || word == "float" || word == "if" || word == "else" || word == "while";

}

bool isNumber(string word) {

for (char c : word)

if (!isdigit(c)) return false;

return true;

}

bool isOperator(char c) {

return c == '+' || c == '-' || c == '\*' || c == '/' || c == '=';

}

int main() {

string line, word;

cout << "Enter your code (type END to finish):\n";

while (true) {

getline(cin, line);

if (line == "END") break;

stringstream ss(line);

while (ss >> word) {

if (isKeyword(word))

cout << "[Keyword: " << word << "]\n";

else if (isNumber(word))

cout << "[Number: " << word << "]\n";

else if (word.length() == 1 && isOperator(word[0]))

cout << "[Operator: " << word << "]\n";

else

cout << "[Identifier: " << word << "]\n";

}

}

return 0;

}
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